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# Abstract

This paper examines how Merge Sort can be used to resolve and analyze Count Inversions in array problems. This research will focus on the algorithm that will be used to solve our problem, which is Enhance Merge Sort, which will be explained in more detail and its time complexity determined. Division and Conquest is the strategy used in the algorithm. In merge sorting, the array is always split into two halves, and merging them takes linear time. A time complexity analysis has been performed and it takes O(n log n).
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# 1. Introduction

## 1.1 problem description

Inversion count measures how far away an array is from being sorted (or how close it is). A sorted array has an inversion count of zero, while a reversed sorted array will have the

inversion count is the maximum.

## 1.2 method of solving

There are two methods to solve this problem, one is simple method that has the following approach: Traverse through the array, and for every index, find the number of smaller elements on its right side of the array. This can be done using a nested loop. Sum up the counts for all index in the array and print the sum.

Another method is the method that we will use to solve our problem, which is Enhance Merge Sort method.

# 2. Design Algorithm

Consider the number of inversions in the left half and right half of the array (let's call them inv1 and inv2). What kinds of inversions are not taken into account by inv1 + inv2? During the merge process, inversions need to be counted. For this reason, the number of inversions in the left subarray, right subarray, and merge() need to be added.

Following are the steps of the algorithm:

1) The idea is similar to merge sort, divide the array into two equal or almost equal halves in each step until the base case is reached.

2) Create a function merge that counts the number of inversions when two halves of the array are merged, create two indices i and j, i is the index for the first half, and j is an index of the second half. if a[i] is greater than a[j], then there are (mid – i) inversions. because left and right subarrays are sorted, so all the remaining elements in left-subarray (a[i+1], a[i+2] … a[mid]) will be greater than a[j].

3) Create a recursive function to divide the array into halves and find the answer by summing the number of inversions is the first half, the number of inversion in the second half and the number of inversions by merging the two.

4)The base case of recursion is when there is only one element in the given half.

5) Print the answer

# 3. Program Codes

Using C++ programing language

# 4. Computation of Time Complexity

The algorithm is based on merge sort it uses divide and conquer rule. The merge sort always divides the array into two halves and takes linear time to merge two halves.

T(N) = Time Complexity for problem size N

T(n) = Θ(1) + 2T(n/2) + Θ(n) + Θ(1)

T(n) = 2T(n/2) + Θ(n)

The following are the steps to analyze this algorithm:

T(n) = 2 \* T(n/2) + 0(n)

STEP-1 Is to divide the array into two parts of equal size.

2 \* T(n/2) --> Part 1

STEP-2 Now to merge basically traverse through all the elements.

constant \* n --> Part 2

STEP-3 --> COMBINE 1 + 2

T(n) = 2 \* T(n/2) + constant \* n --> Part 3

Now we can further divide the array into two halves if size of the partition arrays are greater than 1. So,

n/2/2--> n/4

T(N) = 2 \* (2 \* T(n/4) + constant \* n/2) + constant \* n

T(N) = 4 \* T(n/4) + 2 \* constant \* n

For this we can say that:

Where n can be substituted to 2^k and the value of k is log N

T(n) = 2^k \* T(n/(2^k)) + k \* constant \* n

Hence,

T(N) = N \* T(1) + N \* log N

= O(N \* log(N))

In conclusion, the time Complexity: O(n log n), The algorithm used is divide and conquer, So in each level, one full array traversal is needed, and there are log n levels, so the time complexity is O(n log n).

Space Complexity: O(n), Temporary array.
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